# "Hello World" Script in PHP

To get a feel of PHP, first start with simple PHP scripts. Since "Hello, World!" is an essential example, first we will create a friendly little "Hello, World!" script.

As mentioned earlier, PHP is embedded in HTML. That means that in amongst your normal HTML (or XHTML if you're cutting-edge) you'll have PHP statements like this:

<html>

<head>

<title>Hello World</title>

<body>

<?php echo "Hello, World!";?>

</body>

</html>

It will produce the following result:

Hello, World!

If you examine the HTML output of the above example, you'll notice that the PHP code is not present in the file sent from the server to your Web browser. All of the PHP present in the Web page is processed and stripped from the page; the only thing returned to the client from the Web server is pure HTML output.

PHP code must be included inside one of the three special markup tags ate are recognized by the PHP Parser.

<?php PHP code goes here ?>

<? PHP code goes here ?>

<script language="php"> PHP code goes here </script>

Most common tag is the <?php...?> and we will also use the same tag in our tutorial.

From the next chapter, we will start with PHP Environment Setup on your machine and then we will dig out almost all concepts related to PHP to make you comfortable with the PHP language.

# PHP ─ Syntax Overview

## Commenting PHP Code

A *comment* is the portion of a program that exists only for the human reader and stripped out before displaying the programs result. There are two commenting formats in PHP:

**Single-line comments:** They are generally used for short explanations or notes relevant to the local code. Here are the examples of single line comments.

<?php

# This is a comment, and

# This is the second line of the comment

// This is a comment too. Each style comments only print "An example with single line comments";

?>

**Multi-lines printing:** Here are the examples to print multiple lines in a single print statement:

<?php

# First Example

print <<<END

This uses the "here document" syntax to output

multiple lines with $variable interpolation. Note

that the here document terminator must appear on a

line with just a semicolon no extra whitespace!

END;

# Second Example

print "This spans multiple lines. The newlines will be

output as well";

?>

**Multi-lines comments:** They are generally used to provide pseudocode algorithms and more detailed explanations when necessary. The multiline style of commenting is the same as in C. Here is the example of multi lines comments.

<?php

/\* This is a comment with multiline

Author : Joko

Purpose: Multiline Comments Demo

Subject: PHP

\*/

print "An example with multi line comments";

?>

## PHP is whitespace insensitive

Whitespace is the stuff you type that is typically invisible on the screen, including spaces, tabs, and carriage returns (end-of-line characters).

PHP whitespace insensitive means that it almost never matters how many whitespace characters you have in a row.one whitespace character is the same as many such characters.

For example, each of the following PHP statements that assigns the sum of 2 + 2 to the variable $four is equivalent:

<?php

$four = 2 + 2; // single spaces

$four <tab>=<tab2<tab>+<tab>2 ; // spaces and tabs

$four = 2+

2; // multiple lines

?>

## PHP is case sensitive

Yeah it is true that PHP is a case sensitive language. Try out the following example:

<html>

<body>

<?php

$capital = 67;

print("Variable capital is $capital<br>");

print("Variable CaPiTaL is $CaPiTaL<br>");

?>

</body>

</html>

This will produce the following result:

Variable capital is 67

Variable CaPiTaL is

## Statements are expressions terminated by semicolons

A *statement* in PHP is any expression that is followed by a semicolon (;). Any sequence of valid PHP statements that is enclosed by the PHP tags is a valid PHP program. Here is a typical statement in PHP, which in this case assigns a string of characters to a variable called $greeting:

<?

$greeting = "Welcome to PHP!";

?>

## Expressions are combinations of tokens

The smallest building blocks of PHP are the indivisible tokens, such as numbers (3.14159), strings (.two.), variables ($two), constants (TRUE), and the special words that make up the syntax of PHP itself like if, else, while, for and so forth

## Braces make blocks

Although statements cannot be combined like expressions, you can always put a sequence of statements anywhere a statement can go by enclosing them in a set of curly braces.

Here both statements are equivalent:

if (3 == 2 + 1)

print("Good - I haven't totally lost my mind.<br>");

if (3 == 2 + 1)

{

print("Good - I haven't totally");

print("lost my mind.<br>");

}

## Running PHP Script from Command Prompt

Yes, you can run your PHP script on your command prompt. Assuming you have the following content in test.php file:

<?php

echo "Hello PHP!!!!!";

?>

Now run this script as command prompt as follows:

$ php test.php

It will produce the following result

Hello PHP!!!!!

# PHP ─ Variable Types

The main way to store information in the middle of a PHP program is by using a variable. Here are the most important things to know about variables in PHP.

* + All variables in PHP are denoted with a leading dollar sign ($).
  + The value of a variable is the value of its most recent assignment.
  + Variables are assigned with the = operator, with the variable on the left-hand side and the expression to be evaluated on the right.
  + Variables can, but do not need, to be declared before assignment.
  + Variables in PHP do not have intrinsic types - a variable does not know in advance whether it will be used to store a number or a string of characters.
  + Variables used before they are assigned have default values.
  + PHP does a good job of automatically converting types from one to another when necessary.
  + PHP variables are Perl-like.

PHP has a total of eight data types which we use to construct our variables:

* + **Integers:** are whole numbers, without a decimal point, like 4195.
  + **Doubles:** are floating-point numbers, like 3.14159 or 49.1.
  + **Booleans:** have only two possible values either true or false.
  + **NULL:** is a special type that only has one value: NULL.
  + **Strings:** are sequences of characters, like 'PHP supports string operations.'
  + **Arrays:** are named and indexed collections of other values.
  + **Objects:** are instances of programmer-defined classes, which can package up both other kinds of values and functions that are specific to the class.
  + **Resources:** are special variables that hold references to resources external to PHP (such as database connections).

The first five are *simple types*, and the next two (arrays and objects) are compound - the compound types can package up other arbitrary values of arbitrary type, whereas the simple types cannot.

We will explain only simile data type in this chapters. Array and Objects will be explained separately.

## Integers

They are whole numbers, without a decimal point, like 4195. They are the simplest type they correspond to simple whole numbers, both positive and negative. Integers can be assigned to variables, or they can be used in expressions, like so:

$int\_var = 12345;

$another\_int = -12345 + 12345;

Integer can be in decimal (base 10), octal (base 8), and hexadecimal (base 16) format. Decimal format is the default, octal integers are specified with a leading 0, and hexadecimals have a leading 0x.

For most common platforms, the largest integer is (2\*\*31 . 1) (or 2,147,483,647), and the smallest (most negative) integer is . (2\*\*31 . 1) (or .2,147,483,647).

## Doubles

They like 3.14159 or 49.1. By default, doubles print with the minimum number of decimal places needed. For example, the code:

<?php

$many = 2.2888800;

$many\_2 = 2.2111200;

$few = $many + $many\_2;

print(.$many + $many\_2 = $few<br>.);

?>

It produces the following browser output:

2.28888 + 2.21112 = 4.5

## Boolean

They have only two possible values either true or false. PHP provides a couple of constants especially for use as Booleans: TRUE and FALSE, which can be used like so:

<?php

if (TRUE)

print("This will always print<br>"); else

print("This will never print<br>");

?>

**Interpreting other types as Booleans**

Here are the rules for determine the "truth" of any value not already of the Boolean type:

* + If the value is a number, it is false if exactly equal to zero and true otherwise.

If the value is a string, it is false if the string is empty (has zero characters) or is the string "0", and is true otherwise.

* + Values of type NULL are always false.
  + If the value is an array, it is false if it contains no other values, and it is true otherwise. For an object, containing a value means having a member variable that has been assigned a value.
  + Valid resources are true (although some functions that return resources when they are successful will return FALSE when unsuccessful).
  + Don't use double as Booleans.

Each of the following variables has the truth value embedded in its name when it is used in a Boolean context.

<?php

$true\_num = 3 + 0.14159;

$true\_str = "Tried and true"

$true\_array[49] = "An array element";

$false\_array = array();

$false\_null = NULL;

$false\_num = 999 - 999;

$false\_str = "";

?>

## NULL

NULL is a special type that only has one value: NULL. To give a variable the NULL value, simply assign it like this:

$my\_var = NULL;

The special constant NULL is capitalized by convention, but actually it is case insensitive; you could just as well have typed:

$my\_var = null;

A variable that has been assigned NULL has the following properties:

* + It evaluates to FALSE in a Boolean context.
  + It returns FALSE when tested with IsSet() function.

## **Strings**

They are sequences of characters, like "PHP supports string operations". Following are valid examples of string:

$string\_1 = "This is a string in double quotes";

$string\_2 = "This is a somewhat longer, singly quoted string";

$string\_39 = "This string has thirty-nine characters";

$string\_0 = ""; // a string with zero characters

Singly quoted strings are treated almost literally, whereas doubly quoted strings replace variables with their values as well as specially interpreting certain character sequences.

<?php

$variable = "name";

$literally = 'My $variable will not print!\\n';

print($literally);

$literally = "My $variable will print!\\n";

print($literally);

?>

This will produce the following result:

My $variable will not print!\n My name will print

There are no artificial limits on string length - within the bounds of available memory, you ought to be able to make arbitrarily long strings.

Strings that are delimited by double quotes (as in "this") are preprocessed in both the following two ways by PHP:

* + Certain character sequences beginning with backslash (\) are replaced with special characters
  + Variable names (starting with $) are replaced with string representations of their values.

The escape-sequence replacements are:

* + \n is replaced by the newline character
  + \r is replaced by the carriage-return character
  + \t is replaced by the tab character
  + \$ is replaced by the dollar sign itself ($)
  + \" is replaced by a single double-quote (")
  + \\ is replaced by a single backslash (\)

## Here Document

You can assign multiple lines to a single string variable using **here document**:

<?php

$channel =<<<\_XML\_

<channel>

<title>What's For Dinner<title>

<link>http://menu.example.com/<link>

<description>Choose what to eat tonight.</description>

</channel>

\_XML\_;

echo <<<END

This uses the "here document" syntax to output

multiple lines with variable interpolation. Note

that the here document terminator must appear on a

line with just a semicolon. no extra whitespace!

<br />

END;

print $channel;

?>

This will produce the following result:

This uses the "here document" syntax to output multiple lines with variable interpolation. Note that the here document terminator must appear on a line with just a semicolon. no extra whitespace!

<channel>

<title>What's For Dinner<title>

[<link>ht](http://menu.example.com/)tp://[menu.example.com/](http://menu.example.com/)<link>

<description>Choose what to eat tonight.</description>

## Variable Naming

Rules for naming a variable is:

* + Variable names must begin with a letter or underscore character.
  + A variable name can consist of numbers, letters, underscores but you cannot use characters like + , - , % , ( , ) . & , etc

There is no size limit for variables.

# PHP – Variables

Scope can be defined as the range of availability a variable has to the program in which it is declared. PHP variables can be one of four scope types:

* + Local variables
  + Function parameters
  + Global variables
  + Static variables

## PHP Local Variables

A variable declared in a function is considered local; that is, it can be referenced solely in that function. Any assignment outside of that function will be considered to be an entirely different variable from the one contained in the function:

<?php

$x = 4;

*function* assignx () {

$x = 0;

print "\$x inside function is $x. ";

}

assignx();

print "\$x outside of function is $x. ";

?>

This will produce the following result.

$x inside function is 0.

$x outside of function is 4.

## PHP Function Parameters

PHP Functions are covered in detail in PHP Function Chapter. In short, a function is a small unit of program which can take some input in the form of parameters and does some processing and may return a value.

Function parameters are declared after the function name and inside parentheses. They are declared much like a typical variable would be:

<?php

// multiply a value by 10 and return it to the caller function

multiply ($value) {

$value = $value \* 10; return $value;

}

$retval = multiply (10);

Print "Return value is $retval\n";

?>

This will produce the following result.

Return value is 100

## PHP Global Variables

In contrast to local variables, a global variable can be accessed in any part of the program. However, in order to be modified, a global variable must be explicitly declared to be global in the function in which it is to be modified. This is accomplished, conveniently enough, by placing the keyword **GLOBAL** in front of the variable that should be recognized as global. Placing this keyword in front of an already existing variable tells PHP to use the variable having that name. Consider an example:

<?php

$somevar = 15;

*function* addit() {

GLOBAL $somevar;

$somevar++;

print "Somevar is $somevar";

}

addit();

?>

This will produce the following result.

Somevar is 16

## PHP Static Variables

The final type of variable scoping that I discuss is known as static. In contrast to the variables declared as function parameters, which are destroyed on the function's exit, a static variable will not lose its value when the function exits and will still hold that value should the function be called again.

You can declare a variable to be static simply by placing the keyword STATIC in front of the variable name.

<?php

*function* keep\_track() { STATIC $count = 0;

$count++; print $count;

print "

";

}

keep\_track();

keep\_track();

keep\_track();

?>

This will produce the following result.

1

2

3

# PHP ─ Constants

A constant is a name or an identifier for a simple value. A constant value cannot change during the execution of the script. By default, a constant is case-sensitive. By convention, constant identifiers are always uppercase. A constant name starts with a letter or underscore, followed by any number of letters, numbers, or underscores. If you have defined a constant, it can never be changed or undefined.

To define a constant you have to use define() function and to retrieve the value of a constant, you have to simply specifying its name. Unlike with variables, you do not need to have a constant with a $. You can also use the function constant() to read a constant's value if you wish to obtain the constant's name dynamically.

**constant() function**

As indicated by the name, this function will return the value of the constant.

This is useful when you want to retrieve value of a constant, but you do not know its name, i.e., it is stored in a variable or returned by a function.

**constant() example**

<?php

define("MINSIZE", 50);

echo MINSIZE;

echo constant("MINSIZE"); // same thing as the previous line

?>

Only scalar data (boolean, integer, float and string) can be contained in constants.

**Differences between constants and variables are**

* + There is no need to write a dollar sign ($) before a constant, where as in Variable one has to write a dollar sign.
  + Constants cannot be defined by simple assignment, they may only be defined using the define() function.
  + Constants may be defined and accessed anywhere without regard to variable scoping rules.
  + Once the Constants have been set, may not be redefined or undefined.

**Valid and invalid constant names**

<?php

// Valid constant names

define("ONE", "first thing"); define("TWO2",  "second thing"); define("THREE\_3", "third thing")

// Invalid constant names

define("2TWO",  "second thing"); define(" THREE ", "third value");

?>

## PHP Magic constants

PHP provides a large number of predefined constants to any script which it runs.

There are five magical constants that change depending on where they are used. For example, the value of \_\_LINE depends on the line that it's used on in your script. These special constants are case-insensitive and are as follows:

The following table lists a few "magical" PHP constants along with their description:

|  |  |
| --- | --- |
| **Name** | **Description** |
| LINE | The current line number of the file. |
| FILE | The full path and filename of the file. If used inside an include, the name of the included file is returned. Since PHP 4.0.2, FILE always contains an absolute path whereas in older versions it contained relative path under some circumstances. |
| FUNCTION | The function name. (Added in PHP 4.3.0) As of PHP 5 this constant returns the function name as it was declared (case-sensitive). In PHP 4 its value is always lowercased. |
| CLASS | The class name. (Added in PHP 4.3.0) As of PHP 5 this constant returns the class name as it was declared (case-sensitive). In PHP 4 its value is always lowercased. |
| METHOD | The class method name. (Added in PHP 5.0.0) The method name is returned as it was declared (case-sensitive). |

# PHP ─ Operator Types

**What is Operator?** Simple answer can be given using expression *4 + 5 is equal to 9*. Here 4 and 5 are called operands and + is called operator. PHP language supports following type of operators.

* + Arithmetic Operators
  + Comparison Operators
  + Logical (or Relational) Operators
  + Assignment Operators
  + Conditional (or ternary) Operators Let’s have a look on all operators one by one.

## Arithmetic Operators

The following arithmetic operators are supported by PHP language: Assume variable A holds 10 and variable B holds 20 then:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + | Adds two operands | A + B will give 30 |
| - | Subtracts second operand from the first | A - B will give -10 |
| \* | Multiply both operands | A \* B will give 200 |
| / | Divide the numerator by denominator | B / A will give 2 |
| % | Modulus Operator and remainder of after an integer division | B % A will give 0 |
| ++ | Increment operator, increases integer value by one | A++ will give 11 |
| -- | Decrement operator, decreases integer value by one | A-- will give 9 |

**Example**

Try the following example to understand all the arithmetic operators. Copy and paste following PHP program in test.php file and keep it in your PHP Server's document root and browse it using any browser.

<html>

<head><title>Arithmetical Operators</title><head>

<body>

<?php

$a = 42;

$b = 20;

$c = $a + $b;

echo "Addition Operation Result: $c <br/>";

$c = $a - $b;

echo "Subtraction Operation Result: $c <br/>";

$c = $a \* $b;

echo "Multiplication Operation Result: $c <br/>";

$c = $a / $b;

echo "Division Operation Result: $c <br/>";

$c = $a % $b;

echo "Modulus Operation Result: $c <br/>";

$c = $a++;

echo "Increment Operation Result: $c <br/>";

$c = $a--;

echo "Decrement Operation Result: $c <br/>";

?>

</body>

</html>

This will produce the following result:

Addition Operation Result: 62 Subtraction Operation Result: 22 Multiplication Operation Result: 840 Division Operation Result: 2.1 Modulus Operation Result: 2 Increment Operation Result: 42 Decrement Operation Result: 43

## Comparison Operators

There are following comparison operators supported by PHP language. Assume variable A holds 10 and variable B holds 20 then:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the value of two operands are equal or not, if yes, then condition becomes true. | (A == B) is not true. |
| != | Checks if the value of two operands are equal or not, if values are not equal, then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes, then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes, then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes, then condition becomes true. | (A <= B) is true. |

**Example**

Try the following example to understand all the comparison operators. Copy and paste the following PHP program in test.php file and keep it in your PHP Server's document root and browse it using any browser.

<html>

<head><title>Comparison Operators</title><head>

<body>

<?php

$a = 42;

$b = 20;

if( $a == $b ){

echo "TEST1 : a is equal to b<br/>";

} else {

echo "TEST1 : a is not equal to b<br/>";

}

if( $a > $b ){

echo "TEST2 : a is greater than b<br/>";

} else {

echo "TEST2 : a is not greater than b<br/>";

}

if( $a < $b ){

echo "TEST3 : a is less than  b<br/>";

} else {

echo "TEST3 : a is not less than b<br/>";

}

if( $a != $b ){

echo "TEST4 : a is not equal to b<br/>";

} else {

echo "TEST4 : a is equal to b<br/>";

}

if( $a >= $b ){

echo "TEST5 : a is either greater than or equal to b<br/>";

} else {

echo "TEST5 : a is neither greater than nor equal to b<br/>";

}

if( $a <= $b ){

echo "TEST6 : a is either less than or equal to b<br/>";

}else {

echo "TEST6 : a is neither less than nor equal to b<br/>";

}

?>

</body>

</html>

This will produce the following result:

TEST1 : a is not equal to b

TEST2 : a is greater than b

TEST3 : a is not less than b

TEST4 : a is not equal to b

TEST5 : a is either greater than or equal to b

TEST6 : a is neither less than nor equal to b

## Logical Operators

The following logical operators are supported by PHP language. Assume variable A holds 10 and variable B holds 20 then:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| and | Called Logical AND operator. If both the operands are true, then condition becomes true. | (A and B) is true. |
| or | Called Logical OR Operator. If any of the two operands are non-zero, then condition becomes true. | (A or B) is true. |
| && | Called Logical AND operator. If both the operands are non-zero, then condition becomes true. | (A && B) is true. |
| || | Called Logical OR Operator. If any of the two operands are non-zero, then condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true, then Logical NOT operator will make false. | !(A && B) is false. |

**Example**

Try the following example to understand all the logical operators. Copy and paste the following PHP program in test.php file and keep it in your PHP Server's document root and browse it using any browser.

<html>

<head><title>Logical Operators</title><head>

<body>

<?php

$a = 42;

$b = 0;

if( $a && $b ){

echo "TEST1 : Both a and b are true<br/>";

}else{

echo "TEST1 : Either a or b is false<br/>";

}

if( $a and $b ){

echo "TEST2 : Both a and b are true<br/>";

}else{

echo "TEST2 : Either a or b is false<br/>";

}

if( $a || $b ){

echo "TEST3 : Either a or b is true<br/>";

}else{

echo "TEST3 : Both a and b are false<br/>";

}

if( $a or $b ){

echo "TEST4 : Either a or b is true<br/>";

}else{

echo "TEST4 : Both a and b are false<br/>";

}

if( $a or $b ){

echo "TEST4 : Either a or b is true<br/>";

}else{

echo "TEST4 : Both a and b are false<br/>";

}

$a = 10;

$b = 20;

if( $a ){

echo "TEST5 : a is true <br/>";

}else{

echo "TEST5 : a is false<br/>";

}

if( $b ){

echo "TEST6 : b is true <br/>";

}else{

echo "TEST6 : b is false<br/>";

}

if( !$a ){

echo "TEST7 : a is true <br/>";

}else{

echo "TEST7 : a is false<br/>";

}

if( !$b ){

echo "TEST8 : b is true <br/>";

}else{

echo "TEST8 : b is false<br/>";

}

?>

</body>

</html>

This will produce the following result:

TEST1 : Either a or b is false TEST2 : Either a or b is false TEST3 : Either a or b is true TEST4 : Either a or b is true TEST5 : a is true

TEST6 : b is true TEST7 : a is false TEST8 : b is false

## Assignment Operators

PHP supports the following assignment operators:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator, Assigns values from right side operands to left side operand | C = A + B will assign the value of A + B into C |
| += | Add AND assignment operator, It adds right operand to the left operand and assign the result to left operand | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It subtracts right operand from the left operand and assign the result to left operand | C -= A is equivalent to C  = C - A |
| \*= | Multiply AND assignment operator, It multiplies right operand with the left operand and assign the result to left operand | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left operand with the right operand and assign the result to left operand | C /= A is equivalent to C  = C / A |
| %= | Modulus AND assignment operator, It takes modulus using two operands and assign the result to left operand | C %= A is equivalent to C = C % A |

**Example**

Try the following example to understand all the assignment operators. Copy and paste the following PHP program in test.php file and keep it in your PHP Server's document root and browse it using any browser.

<html>

<head><title>Assignment Operators</title><head>

<body>

<?php

$a = 42;

$b = 20;

$c = $a + $b; /\* Assignment operator \*/ echo "Addition Operation Result: $c <br/>";

$c += $a; /\* c value was 42 + 20 = 62 \*/

echo "Add AND Assignment Operation Result: $c <br/>";

$c -= $a; /\* c value was 42 + 20 + 42 = 104 \*/

echo "Subtract AND Assignment Operation Result: $c <br/>";

$c \*= $a; /\* c value was 104 - 42 = 62 \*/

echo "Multiply AND Assignment Operation Result: $c <br/>";

$c /= $a; /\* c value was 62 \* 42 = 2604 \*/

echo "Division AND Assignment Operation Result: $c <br/>";

$c %= $a; /\* c value was 2604/42 = 62\*/

echo "Modulus AND Assignment Operation Result: $c <br/>";

?>

</body>

</html>

This will produce the following result:

Addition Operation Result: 62

Add AND Assignment Operation Result: 104 Subtract AND Assignment Operation Result: 62 Multiply AND Assignment Operation Result: 2604 Division AND Assignment Operation Result: 62 Modulus AND Assignment Operation Result: 20

## Conditional Operator

There is one more operator called the conditional operator. It first evaluates an expression for a true or false value and then executes one of the two given statements depending upon the result of the evaluation.

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| ? : | Conditional Expression | If Condition is true ? Then value X : Otherwise value Y |

Try the following example to understand the conditional operator. Copy and paste the following PHP program in test.php file and keep it in your PHP Server's document root and browse it using any browser.

<html>

<head><title>Arithmetical Operators</title><head>

<body>

<?php

$a = 10;

$b = 20;

/\* If condition is true then assign a to result otherwise b \*/

$result = ($a > $b ) ? $a : $b;

echo "TEST1 : Value of result is $result<br/>";

/\* If condition is true then assign a to result otherwise b \*/

$result = ($a < $b ) ? $a : $b;

echo "TEST2 : Value of result is $result<br/>";

?>

</body>

</html>

This will produce the following result:

TEST1 : Value of result is 20 TEST2 : Value of result is 10

**Operators Categories**

All the operators we have discussed above can be categorized into the following categories:

* Unary prefix operators, which precede a single operand.
* Binary operators, which take two operands and perform a variety of arithmetic and logical operations.
* The conditional operator (a ternary operator), which takes three operands and evaluates either the second or third expression, depending on the evaluation of the first expression.
* Assignment operators, which assign a value to a variable.

## Precedence of PHP Operators

Operator precedence determines the grouping of terms in an expression. This affects how an expression is evaluated. Certain operators have higher precedence than others; for example, the multiplication operator has higher precedence than the addition operator: For example, x = 7 + 3 \* 2; Here x is assigned 13, not 20 because operator \* has higher precedence than + so it first gets multiplied with 3\*2 and then adds into 7.

Here operators with the highest precedence appear at the top of the table, those with the lowest appear at the bottom. Within an expression, higher precedence operators will be evaluated first.

|  |  |  |
| --- | --- | --- |
| **Category** | **Operator** | **Associativity** |
| Unary | ! ++ -- | Right to left |
| Multiplicative | \* / % | Left to right |
| Additive | + - | Left to right |
| Relational | < <= > >= | Left to right |
| Equality | == != | Left to right |
| Logical AND | && | Left to right |
| Logical OR | || | Left to right |
| Conditional | ?: | Right to left |
| Assignment | = += -= \*= /= %= | Right to left |

# PHP ─ Decision Making

The if, elseif ...else and switch statements are used to take decision based on the different condition.

You can use conditional statements in your code to make your decisions. PHP supports the following three decision making statements:

* **if...else statement** - use this statement if you want to execute a set of code when a condition is true and another if the condition is not true
* **elseif statement** - is used with the if...else statement to execute a set of code if

**one** of several condition is true

* **switch statement** - is used if you want to select one of many blocks of code to be executed, use the Switch statement. The switch statement is used to avoid long blocks of if..elseif..else code.

## The If. .Else Statement

If you want to execute some code if a condition is true and another code if a condition is false, use the if....else statement.

*Syntax*

<?php

if (condition)

code to be executed if condition is true;

else

code to be executed if condition is false;

?>

**Example**

The following example will output "Have a nice weekend!" if the current day is Friday, otherwise it will output

<html>

<body>

<?php

$d=date("D");

if ($d=="Fri")

echo "Have a nice weekend!";

else

echo "Have a nice day!";

?>

</body>

</html>

It will produce the following result:

Have a nice weekend!

</html>

## The ElseIf Statement

If you want to execute some code if one of the several conditions is true, then use the elseif statement.

**Syntax**

<?php

if (condition)

code to be executed if condition is true;

elseif (condition)

code to be executed if condition is true;

else

code to be executed if condition is false;

?>

**Example**

The following example will output "Have a nice weekend!" if the current day is Friday, and "Have a nice Sunday!" if the current day is Sunday. Otherwise it will output "Have a nice day!":

<html>

<body>

<?php

$d=date("D");

if ($d=="Fri")

echo "Have a nice weekend!";

elseif ($d=="Sun")

echo "Have a nice Sunday!";

else

echo "Have a nice day!";

?>

</body>

</html>

It will produce the following result:

Have a nice weekend!

</html>

## The Switch Statement

If you want to select one of many blocks of code to be executed, use the Switch statement. The switch statement is used to avoid long blocks of if..elseif..else code.

**Syntax**

<?php

switch (expression)

{

case label1:

code to be executed if expression = label1;

break;

case label2:

code to be executed if expression = label2;

break;

default:

code to be executed if expression is different from both label1 and label2;

}

?>

**Example**

The *switch* statement works in an unusual way. First it evaluates the given expression, then seeks a label to match the resulting value. If a matching value is found, then the code associated with the matching label will be executed. If none of the labels match, then the statement will execute any specified default code.

<html>

<body>

<?php

$d=date("D");

switch ($d)

{

case "Mon":

echo "Today is Monday";

break;

case "Tue":

echo "Today is Tuesday";

break;

case "Wed":

echo "Today is Wednesday";

break;

case "Thu":

echo "Today is Thursday";

break;

case "Fri":

echo "Today is Friday";

break;

case "Sat":

echo "Today is Saturday";

break;

case "Sun":

echo "Today is Sunday";

break;

default:

echo "Wonder which day is this ?";

}

?>

</body>

</html>

It will produce the following result:

Today is Friday

</html>

# PHP ─ Loop Types

Loops in PHP are used to execute the same block of code a specified number of times. PHP supports following four loop types.

* + **for -** loops through a block of code a specified number of times.
  + **while -** loops through a block of code if and as long as a specified condition is true.
  + **do...while -** loops through a block of code once, and then repeats the loop as long as a special condition is true.
  + **foreach -** loops through a block of code for each element in an array.

We will discuss about **continue** and **break** keywords used to control the loops execution.

## The for loop statement

The for statement is used when you know how many times you want to execute a statement or a block of statements.

**Syntax**

<?php

for (initialization; condition; increment)

{

code to be executed;

}

?>

The initializer is used to set the start value for the counter of the number of loop iterations. A variable may be declared here for this purpose and it is traditional to name it $i.

**Example**

The following example makes five iterations and changes the assigned value of two variables on each pass of the loop:

<html>

<body>

<?php

$a = 0;

$b = 0;

for($i=0; $i<5; $i++ )

{

$a += 10;

$b += 5;

}

echo ("At the end of the loop a=$a and b=$b" );

?>

</body>

</html>

This will produce the following result:

At the end of the loop a=50 and b=25

## The while loop statement

The while statement will execute a block of code if and as long as a test expression is true. If the test expression is true, then the code block will be executed. After the code has executed the test expression will again be evaluated and the loop will continue until the test expression is found to be false.

**Syntax**

<?php

while (condition) {

code to be executed;

}

?>

**Example**

This example decrements a variable value on each iteration of the loop and the counter increments until it reaches 10 when the evaluation becomes false and the loop ends.

<?php

$i = 0;

$num = 50;

while( $i < 10)

{

$num--;

$i++;

}

echo ("Loop stopped at i = $i and num = $num");

?>

This will produce the following result:

Loop stopped at i = 10 and num = 40

## The do. .while loop statement

The do...while statement will execute a block of code at least once - it will then repeat the loop as long as a condition is true.

**Syntax**

<?php

do

{

code to be executed;

} while (condition);

?>

**Example**

The following example will increment the value of i at least once, and it will continue incrementing the variable **i** as long as it has a value of less than 10:

<html>

<body>

<?php

$i = 0;

$num = 0;

do

{

$i++;

} while( $i < 10 );

echo ("Loop stopped at i = $i" );

?>

</body>

</html>

This will produce the following result:

Loop stopped at i = 10

## The foreach loop statement

The foreach statement is used to loop through arrays. For each pass the value of the current array element is assigned to $value and the array pointer is moved by one and in the next pass next element will be processed.

**Syntax**

<?php

foreach (*array* as value)

{

code to be executed;

}

?>

**Example**

Try out the following example to list out the values of an array.

<html>

<body>

<?php

$array = array( 1, 2, 3, 4, 5);

foreach( $array as $value )

{

echo "Value is $value <br />";

}

?>

</body>

</html>

This will produce the following result:

Value is 1

Value is 2

Value is 3

Value is 4

Value is 5

## The break statement

The PHP **break** keyword is used to terminate the execution of a loop prematurely.

The **break** statement is situated inside the statement block. If gives you full control and whenever you want to exit from the loop you can come out. After coming out of a loop immediate statement to the loop will be executed.
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**Example**

In the following example, the condition test becomes true when the counter value reaches 3 and loop terminates.

<?php

$i = 0;

while( $i < 10)

{

$i++;

if( $i == 3 )

break;

}

echo ("Loop stopped at i = $i" );

?>

This will produce the following result:

Loop stopped at i = 3

## The continue statement

The PHP **continue** keyword is used to halt the current iteration of a loop but it does not terminate the loop.

Just like the **break** statement the **continue** statement is situated inside the statement block containing the code that the loop executes, preceded by a conditional test. For the pass encountering **continue** statement, rest of the loop code is skipped and next pass starts.

![](data:image/jpeg;base64,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)

**Example**

In the following example, the loop prints the value of array, but when the condition becomes true, it just skips the code and next value is printed.

<?php

$array = array( 1, 2, 3, 4, 5);

foreach( $array as $value )

{

if( $value == 3 )

continue;

echo "Value is $value \n";

}

?>

This will produce the following result:

Value is 1

Value is 2

Value is 4

Value is 5

# PHP ─ Arrays

An array is a data structure that stores one or more similar type of values in a single value. For example, if you want to store 100 numbers, then instead of defining 100 variables, it is easy to define an array of 100 lengths.

There are three different kind of arrays and each array value is accessed using an ID c which is called array index.

* + **Numeric array** - An array with a numeric index. Values are stored and accessed in linear fashion
  + **Associative array** - An array with strings as index. This stores element values in association with key values rather than in a strict linear index order.
  + **Multidimensional array** - An array containing one or more arrays and values are accessed using multiple indices

**NOTE:** Built-in array functions is given in function reference [PHP Array Functions](http://www.tutorialspoint.com/php/php_array_functions.htm)

## Numeric Array

These arrays can store numbers, strings and any object but their index will be represented by numbers. By default, the array index starts from zero.

**Example**

The following example demonstrates how to create and access numeric arrays.

Here we have used **array()** function to create array. This function is explained in function reference.

<html>

<body>

<?php

/\* First method to create array. \*/

$numbers = array( 1, 2, 3, 4, 5);

foreach( $numbers as $value )

{

echo "Value is $value <br />";

}

/\* Second method to create array. \*/

$numbers[0] = "one";

$numbers[1] = "two";

$numbers[2] = "three";

$numbers[3] = "four";

$numbers[4] = "five";

foreach( $numbers as $value )

{

echo "Value is $value <br />";

}

?>

</body>

</html>

This will produce the following result:

Value is 1

Value is 2

Value is 3

Value is 4

Value is 5 Value is one Value is two Value is three Value is four Value is five

## Associative Arrays

The associative arrays are very similar to numeric arrays in term of functionality but they are different in terms of their index. Associative array will have their index as string so that you can establish a strong association between key and values.

To store the salaries of employees in an array, a numerically indexed array would not be the best choice. Instead, we could use the employee’s names as the keys in our associative array, and the value would be their respective salary.

**NOTE:** Don't keep associative array inside double quote while printing, otherwise it would not return any value.

**Example**

<html>

<body>

<?php

/\* First method to associate create array. \*/

$salaries = array(

"mohammad" => 2000,

"qadir" => 1000,

"zara" => 500

);

echo "Salary of mohammad is ". $salaries['mohammad'] . "<br />";

echo "Salary of qadir is ". $salaries['qadir']. "<br />";

echo "Salary of zara is ".  $salaries['zara']. "<br />";

/\* Second method to create array. \*/

$salaries['mohammad'] = "high";

$salaries['qadir'] = "medium";

$salaries['zara'] = "low";

echo "Salary of mohammad is ". $salaries['mohammad'] . "<br />"; echo "Salary of qadir is ".  $salaries['qadir']. "<br />";

echo "Salary of zara is ".  $salaries['zara']. "<br />";

?>

</body>

</html>

This will produce the following result:

Salary of mohammad is 2000 Salary of qadir is 1000 Salary of zara is 500 Salary of mohammad is high Salary of qadir is medium Salary of zara is low

## Multidimensional Arrays

A multi-dimensional array each element in the main array can also be an array. And each element in the sub-array can be an array, and so on. Values in the multi-dimensional array are accessed using multiple index.

*Example*

In this example, we create a two dimensional array to store marks of three students in three subjects:

This example is an associative array; you can create numeric array in the same fashion.

<html>

<body>

<?php

$marks = array(

"mohammad" => *array* ("physics" => 35, "maths" => 30, "chemistry" => 39),

"qadir" => *array* ("physics" => 30, "maths" => 32, "chemistry" => 29),

"zara" => *array* ( "physics" => 31, "maths" => 22, "chemistry" => 39 )

);

/\* Accessing multi-dimensional array values \*/

echo "Marks for mohammad in physics : " ;

echo $marks['mohammad']['physics'] . "<br />";

echo "Marks for qadir in maths : ";

echo $marks['qadir']['maths'] . "<br />";

echo "Marks for zara in chemistry : " ;

echo $marks['zara']['chemistry'] . "<br />";

?>

</body>

</html>

This will produce the following result:

Marks for mohammad in physics : 35

Marks for qadir in maths : 32

Marks for zara in chemistry : 39

chemistry : 39

# PHP ─ Functions

PHP functions are similar to other programming languages. A function is a piece of code which takes one more input in the form of parameter and does some processing and returns a value.

You already have seen many functions like **fopen()** and **fread()** etc. They are built-in functions but PHP gives you option to create your own functions as well.

There are two parts which should be clear to you:

* Creating a PHP Function
* Calling a PHP Function

In fact, you hardly need to create your own PHP function because there are already more than 1000 of built-in library functions created for different area and you just need to call them according to your requirement.

Please refer to PHP Function Reference for a complete set of useful functions.

## Creating PHP Function

It is very easy to create your own PHP function. Suppose you want to create a PHP function which will simply write a simple message on your browser when you will call it.

The following example creates a function called writeMessage() and then calls it just after creating it.

Note that while creating a function its name should start with keyword **function** and all the PHP code should be put

<?php

/\* Defining a PHP Function \*/

*function* writeMessage()

{

echo "You are really a nice person, Have a nice time!";

}

/\* Calling a PHP Function \*/

writeMessage();

?>

This will display the following result:

You are really a nice person, Have a nice time!

## PHP Functions with Parameters

PHP gives you option to pass your parameters inside a function. You can pass as many as parameters your like. These parameters work like variables inside your function. The following example takes two integer parameters and adds them together and then prints them.

<?php

*function* addFunction($num1, $num2)

{

$sum = $num1 + $num2;

echo "Sum of the two numbers is : $sum";

}

addFunction(10, 20);

?>

This will display the following result:

Sum of the two numbers is : 30

## Passing Arguments by Reference

It is possible to pass arguments to functions by reference. This means that a reference to the variable is manipulated by the function rather than a copy of the variable's value.

Any changes made to an argument in these cases will change the value of the original variable. You can pass an argument by reference by adding an ampersand to the variable name in either the function call or the function definition.

The following example depicts both the cases.

<?php

*function* addFive($num)

{

$num += 5;

}

*function* addSix(&$num)

{

$num += 6;

}

$orignum = 10; addFive( &$orignum );

echo "Original Value is $orignum<br />";

addSix( $orignum );

echo "Original Value is $orignum<br />";

?>

This will display the following result:

Original Value is 10 Original Value is 16

## PHP Functions returning value

A function can return a value using the **return** statement in conjunction with a value or object. return stops the execution of the function and sends the value back to the calling code.

You can return more than one value from a function using **return array(1,2,3,4)**.

The following example takes two integer parameters and add them together and then returns their sum to the calling program. Note that **return** keyword is used to return a value from a function.

<?php

*function* addFunction($num1, $num2)

{

$sum = $num1 + $num2; return $sum;

}

$return\_value = addFunction(10, 20);

echo "Returned value from the function : $return\_value";

?>

This will display the following result:

Returned value from the function : 30

## SetTing Default Values for Function Parameters

You can set a parameter to have a default value if the function's caller doesn't pass it. The following function prints NULL in case use does not pass any value to this function.

<?php

*function* printMe($param = NULL)

{

print $param;

}

printMe("This is test"); printMe();

?>

This will produce the following result:

This is test

## Dynamic Function Calls

It is possible to assign function names as strings to variables and then treat these variables exactly as you would the function name itself. The following example depicts this behavior.

<?php

*function* sayHello()

{

echo "Hello<br />";

}

$function\_holder = "sayHello";

$function\_holder();

?>

This will display the following result:

Hello

# PHP ─ Coding Standard

Every company follows a different coding standard based on their best practices. Coding standard is required because there may be many developers working on different modules. If they start inventing their own standards, then the source will become very un- manageable and it will become difficult to maintain that source code in future.

Here are several reasons why to use coding specifications:

* Your peer programmers have to understand the code you produce. A coding standard acts as the blueprint for all the team to decipher the code.
* Simplicity and clarity achieved by consistent coding saves you from common mistakes.
* If you revise your code after some time, then it becomes easy to understand that code.

There are a few guidelines which can be followed while coding in PHP.

* **Indenting and Line Length** - Use an indent of 4 spaces and don't use any tab because different computers use different setting for tab. It is recommended to keep lines at approximately 75-85 characters long for better code readability.
* **Control Structures** - These include if, for, while, switch, etc. Control statements should have one space between the control keyword and opening parenthesis, to distinguish them from function calls. You are strongly encouraged to always use curly braces even in situations where they are technically optional.

**Example**

<?php

if ((condition1) || (condition2)) {

action1;

} elseif ((condition3) && (condition4)) {

action2;

} else {

default action;

}

?>

You can write switch statements as follows:

<?php

switch (condition) {

case 1:

action1;

break;

case 2:

action2;

break;

default:

defaultaction;

break;

}

?>

**Function Calls** - Functions should be called with no spaces between the function name, the opening parenthesis, and the first parameter; spaces between commas and each parameter, and no space between the last parameter, the closing parenthesis, and the semicolon. Here's an example:

$var = foo($bar, $baz, $quux);

**Function Definitions** - Function declarations follow the "BSD/Allman style":

*function* fooFunction($arg1, $arg2 = '')

{

if (condition)

{

statement;

}

return $val;

}

**Comments** - C style comments (/\* \*/) and standard C++ comments (//) are both fine. Use of Perl/shell style comments (#) is discouraged.

**PHP Code Tags** - Always use <?php ?> to delimit PHP code, not the <? ?> shorthand. This is required for PHP compliance and is also the most portable way to include PHP code on differing operating systems and setups.

**Variable Names:**

* Use all lower case letters
* Use '\_' as the word separator.
* Global variables should be prepended with a 'g'.
* Global constants should be all caps with '\_' separators.
* Static variables may be prepended with 's'.

**Make Functions Reentrant** - Functions should not keep static variables that prevent a function from being reentrant.

**Alignment of Declaration Blocks** - Block of declarations should be aligned.

**One Statement Per Line** - There should be only one statement per line unless the statements are very closely related.

**Short Methods or Functions** - Methods should limit themselves to a single page of code. There could be many more points which should be considered while writing your PHP program. Over all intension should be to be consistent throughout of the code programming and it will be possible only when you will follow any coding standard. You can device your own standard if you like something different.

# PHP ─ Object Oriented Programming

We can imagine our universe made of different objects like sun, earth, moon etc. Similarly, we can imagine our car made of different objects like wheel, steering, gear etc. In the same way, there are object oriented programming concepts which assume everything as an object and implement a software using different objects.

## Object Oriented Concepts

Before we go in detail, let’s define important terms related to Object Oriented Programming.

* + - **Class:** This is a programmer-defined datatype, which includes local functions as well as local data. You can think of a class as a template for making many instances of the same kind (or class) of object.
    - **Object:** An individual instance of the data structure defined by a class. You define a class once and then make many objects that belong to it. Objects are also known as **instance**.
    - **Member Variable:** These are the variables defined inside a class. This data will be invisible to the outside of the class and can be accessed via member functions. These variables are called **attribute** of the object once an object is created.
    - **Member function:** These are the function defined inside a class and are used to access object data.
    - **Inheritance:** When a class is defined by inheriting existing function of a parent class, then it is called inheritance. Here child class will inherit all or few member functions and variables of a parent class.
    - **Parent class:** A class that is inherited from by another class. This is also called a base class or super class.
    - **Child Class:** A class that inherits from another class. This is also called a subclass or derived class.
    - **Polymorphism:** This is an object oriented concept where the same function can be used for different purposes. For example, function name will remain same but it may take different number of arguments and can do different task.
    - **Overloading:** a type of polymorphism in which some or all of operators have different implementations depending on the types of their arguments. Similarly, functions can also be overloaded with different implementation.
    - **Data Abstraction:** Any representation of data in which the implementation details are hidden (abstracted).
    - **Encapsulation:** refers to a concept where we encapsulate all the data and member functions together to form an object.
    - **Constructor**: refers to a special type of function which will be called automatically whenever there is an object formation from a class.
    - **Destructors:** refers to a special type of function which will be called automatically whenever an object is deleted or goes out of scope.

## Defining PHP Classes

The general form for defining a new class in PHP is as follows:

<?php

*class* phpClass{

*var* $var1;

*var* $var2 = "constant string";

*function* myfunc ($arg1, $arg2) {

[..]

}

[..]

}

?>

Here is the description of each line:

* + - The special form class, followed by the name of the class that you want to define.
    - A set of braces enclosing any number of variable declarations and function definitions.
    - Variable declarations start with the special form var, which is followed by a conventional $ variable name; they may also have an initial assignment to a constant value.
    - Function definitions look much like standalone PHP functions but are local to the class and will be used to set and access object data.

*Example*

Here is an example which defines a class

<?php

*class* Books{

/\* Member variables \*/ *var* $price;

*var* $title;

/\* Member functions \*/

*function* setPrice($par){

$this->price = $par;

}

*function* getPrice(){

echo $this->price ."/n";

}

*function* setTitle($par){

$this->title = $par;

}

*function* getTitle(){

echo $this->title ." /n";

}

}

?>

The variable **$this** is a special variable and it refers to the same object, i.e., itself.

## Creating Objects in PHP

Once you defined your class, then you can create as many objects as you like of that class type. Following is an example of how to create object using **new** operator.

$physics = new *Books*;

$maths = new *Books*;

$chemistry = new *Books*;

Here we have created three objects and these objects are independent of each other and they will have their existence separately. Next, we will see how to access member function and process member variables.

## Calling Member Functions

After creating your objects, you will be able to call member functions related to that object. One-member function will be able to process member variable of related object only.

Following example shows how to set title and prices for the three books by calling member functions.

$physics->setTitle( "Physics for High School" );

$chemistry->setTitle( "Advanced Chemistry" );

$maths->setTitle( "Algebra" );

$physics->setPrice( 10 );

$chemistry->setPrice( 15 );

$maths->setPrice( 7 );

Now you call another member functions to get the values set by in above example:

$physics->getTitle();

$chemistry->getTitle();

$maths->getTitle();

$physics->getPrice();

$chemistry->getPrice();

$maths->getPrice();

This will produce the following result:

Physics for High School Advanced Chemistry Algebra

10

15

7

## Constructor Functions

Constructor Functions are special type of functions which are called automatically whenever an object is created. So we take full advantage of this behavior, by initializing many things through constructor functions.

PHP provides a special function called **construct()** to define a constructor. You can pass as many as arguments you like into the constructor function.

Following example will create one constructor for Books class and it will initialize price and title for the book at the time of object creation.

*Function* \_construct( $par1, $par2 ){

$this->price = $par1;

$this->title = $par2;

}

Now we don't need to call set function separately to set price and title. We can initialize these two member variables at the time of object creation only. Check following example below:

$physics = new *Books*( "Physics for High School", 10 );

$maths = new *Books* ( "Advanced Chemistry", 15 );

$chemistry = new *Books* ("Algebra", 7 );

/\* Get those set values \*/

$physics->getTitle();

$chemistry->getTitle();

$maths->getTitle();

$physics->getPrice();

$chemistry->getPrice();

$maths->getPrice();

This will produce the following result:

Physics for High School Advanced Chemistry Algebra

10

15

7

## Destructor

Like a constructor function you can define a destructor function using function \_**destruct()**. You can release all the resources with-in a destructor.

## Inheritance

PHP class definitions can optionally inherit from a parent class definition by using the extends clause. The syntax is as follows:

*class* Child extends *Parent* {

<definition body>

}

The effect of inheritance is that the child class (or subclass or derived class) has the following characteristics:

* Automatically has all the member variable declarations of the parent class.
* Automatically has all the same member functions as the parent, which (by default) will work the same way as those functions do in the parent.

Following example inherit Books class and adds more functionality based on the requirement.

*class* Novel extends *Books*{

*var* publisher;

*function* setPublisher($par){

$this->publisher = $par;

}

*function* getPublisher(){

echo $this->publisher. "<br />";

}

}

Now apart from inherited functions, class Novel keeps two additional member functions.

## Function Overriding

Function definitions in child classes override definitions with the same name in parent classes. In a child class, we can modify the definition of a function inherited from parent class.

In the following example, getPrice and getTitle functions are overridden to return some values.

*function* getPrice(){

echo $this->price . "<br/>";

return $this->price;

}

*function* getTitle(){

echo $this->title . "<br/>";

return $this->title;

}

## Public Members

Unless you specify otherwise, properties and methods of a class are public. That is to say, they may be accessed in three possible situations:

* From outside the class in which it is declared
* From within the class in which it is declared
* From within another class that implements the class in which it is declared

Till now we have seen all members as public members. If you wish to limit the accessibility of the members of a class, then you define class members as **private** or **protected**.

## Private members

By designating a member private, you limit its accessibility to the class in which it is declared. The private member cannot be referred to from classes that inherit the class in which it is declared and cannot be accessed from outside the class.

A class member can be made private by using **private** keyword in front of the member.

*class* MyClass {

private $car = "skoda";

$driver = "SRK";

*function* construct($par) {

// Statements here run every time an instance of the class is created.

}

*function* myPublicFunction() {

return("I'm visible!");

}

private *function* myPrivateFunction() {

return("I'm not visible outside!");

}

}

When *MyClass* class is inherited by another class using extends, myPublicFunction() will be visible, as will $driver. The extending class will not have any awareness of or access to myPrivateFunction and $car, because they are declared private.

## Protected members

A protected property or method is accessible in the class in which it is declared, as well as in classes that extend that class. Protected members are not available outside of those two kinds of classes. A class member can be made protected by using **protected** keyword in front of the member.

Here is different version of MyClass:

*class* MyClass {

protected $car = "skoda";

$driver = "SRK";

*function* construct($par) {

// Statements here run every time

// an instance of the class

// is created.

}

*function* myPublicFunction() {

return("I'm visible!");

}

protected *function* myPrivateFunction() {

return("I'm visible in child class!");

}

}

## Interfaces

Interfaces are defined to provide a common function names to the implementors. Different implementors can implement those interfaces according to their requirements. You can say, interfaces are skeletons which are implemented by developers.

As of PHP5, it is possible to define an interface, like this:

*interface* Mail {

public *function* sendMail();

}

Then, if another class implemented that interface, like this:

*class* Report implements *Mail* {

// sendMail() Definition goes here

}

## Constants

A constant is somewhat like a variable, in that it holds a value, but is really more like a function because a constant is immutable. Once you declare a constant, it does not change. Declaring one constant is easy, as is done in this version of MyClass:

*class* MyClass {

const requiredMargin = 1.7;

*function* construct($incomingValue) {

// Statements here run every time

// an instance of the class

// is created.

}

}

In this class, requiredMargin is a constant. It is declared with the keyword const, and under no circumstances can it be changed to anything other than 1.7. Note that the constant's name does not have a leading $, as variable names do.

## Abstract Classes

An abstract class is one that cannot be instantiated, only inherited. You declare an abstract class with the keyword **abstract**, like this:

When inheriting from an abstract class, all methods marked abstract in the parent's class declaration must be defined by the child; additionally, these methods must be defined with the same visibility.

abstract *class* MyAbstractClass {

abstract *function* myAbstractFunction() {

}

}

Note that the function definitions inside an abstract class must also be preceded by the keyword abstract. It is not legal to have abstract function definitions inside a non-abstract class.

## Static Keyword

Declaring class members or methods as static makes them accessible without needing an instantiation of the class. A member declared as static cannot be accessed with an instantiated class object (though a static method can).

Try out the following example:

## Final Keyword

PHP 5 introduces the final keyword, which prevents child classes from overriding a method by prefixing the definition with final. If the class itself is being defined final, then it cannot be extended.

<?php

*class* Foo

{

public static $my\_static = 'foo';

public *function* staticValue() {

return *self*::$my\_static;

}

}

print Foo::$my\_static . "\n";

$foo = new *Foo*();

print $foo->staticValue() . "\n";

?>

The following example results in Fatal error: Cannot override final method BaseClass::moreTesting()

<?php

*class* BaseClass {

public *function* test() {

echo "BaseClass::test() called<br>";

}

final public *function* moreTesting() {

echo "BaseClass::moreTesting() called<br>";

}

}

*class* ChildClass extends *BaseClass* {

public *function* moreTesting() {

echo "ChildClass::moreTesting() called<br>";

}

}

?>

### Calling parent constructors

Instead of writing an entirely new constructor for the subclass, let's write it by calling the parent's constructor explicitly and then doing whatever is necessary in addition for instantiation of the subclass. Here's a simple example:

<?php

*class* Name

{

*var* $\_firstName;

*var* $\_lastName;

*function* Name($first\_name, $last\_name)

{

$this->\_firstName = $first\_name;

$this->\_lastName = $last\_name;

}

*function* toString() {

return($this->\_lastName .", " .$this->\_firstName);

}

}

*class* NameSub1 extends *Name*

{

*var* $\_middleInitial;

*function* NameSub1($first\_name, $middle\_initial, $last\_name) {

Name::Name($first\_name, $last\_name);

$this->\_middleInitial = $middle\_initial;

}

*function* toString() {

return(Name::toString() . " " . $this->\_middleInitial);

}

}

?>

In this example, we have a parent class (Name), which has a two-argument constructor, and a subclass (NameSub1), which has a three-argument constructor. The constructor of NameSub1 functions by calling its parent constructor explicitly using the :: syntax (passing two of its arguments along) and then setting an additional field. Similarly, NameSub1 defines its non-constructor toString() function in terms of the parent function that it overrides.

**NOTE**: A constructor can be defined with the same name as the name of a class. It is defined in above example

# PHP ─ Error and Exception Handling

Error handling is the process of catching errors raised by your program and then taking appropriate action. If you would handle errors properly, then it may lead to many unforeseen consequences. It is very simple in PHP to handle errors.

## Using die() function

While writing your PHP program you should check all possible error condition before going ahead and take appropriate action when required.

Try the following example without having **/tmp/test.xt** file and with this file.

<?php if (!file\_exists("/tmp/test.txt")) {

die("File not found");

} else {

$file=fopen("/tmp/test.txt", "r");

print "Opend file sucessfully";

}

// Test of the code here.

?>

You can thus write an efficient code. Using the above technique, you can stop your program whenever it errors out and display more meaningful and user-friendly message.

## Defining Custom Error Handling Function

You can write your own function to handling any error. PHP provides you a framework to define error-handling function.

This function must be able to handle a minimum of two parameters (error level and error message) but can accept up to five parameters (optionally: file, line-number, and the error context):

**Syntax**

error\_function(error\_level,error\_message, error\_file,error\_line,error\_context);

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| error\_level | Required - Specifies the error report level for the user-defined error. Must be a value number. |
| error\_message | Required - Specifies the error message for the user-defined error |
| error\_file | Optional - Specifies the filename in which the error occurred |
| error\_line | Optional - Specifies the line number in which the error occurred |
| error\_context | Optional - Specifies an array containing every variable and their values in use when the error occurred |

### Possible Error levels

These error report levels are the different types of error the user-defined error handler can be used for. These values cab used in combination using **|** operator

|  |  |  |
| --- | --- | --- |
| **Value** | **Constant** | **Description** |
| 1 | E\_ERROR | Fatal run-time errors. Execution of the script is halted |
| 2 | E\_WARNING | Non-fatal run-time errors. Execution of the script is not halted |
| 4 | E\_PARSE | Compile-time parse errors. Parse errors should only be generated by the parser. |
| 8 | E\_NOTICE | Run-time notices. The script found something that might be an error, but could also happen when running a script normally |
| 16 | E\_CORE\_ERROR | Fatal errors that occur during PHP's initial startup. |
| 32 | E\_CORE\_WARNING | Non-fatal run-time errors. This occurs during PHP's initial startup. |
| 256 | E\_USER\_ERROR | Fatal user-generated error. This is like an E\_ERROR set by the programmer using the PHP function trigger\_error() |
| 512 | E\_USER\_WARNING | Non-fatal user-generated warning. This is like an E\_WARNING set by the programmer using the PHP function trigger\_error() |
| 1024 | E\_USER\_NOTICE | User-generated notice. This is like an E\_NOTICE set by the programmer using the PHP function trigger\_error() |
| 2048 | E\_STRICT | Run-time notices. Enable to have PHP suggest changes to your code which will ensure the best interoperability and forward compatibility of your code. |
| 4096 | E\_RECOVERABLE\_ERROR | Catchable fatal error. This is like an E\_ERROR but can be caught by a user defined handle (see also set\_error\_handler()) |
| 8191 | E\_ALL | All errors and warnings, except level E\_STRICT (E\_STRICT will be part of E\_ALL as of PHP 6.0) |

All the above error level can be set using the following PHP built-in library function where level cab be any of the value defined in above table.

int error\_reporting ( [int $level] )

Here is how you can create an error handling function:

<?php

*function* handleError($errno, $errstr, $error\_file, $error\_line)

{

echo "<b>Error:</b> [$errno] $errstr - $error\_file:$error\_line";

echo "<br />";

echo "Terminating PHP Script";

die();

}

?>

Once you define your custom error handler, you need to set it using PHP built-in library **set\_error\_handler** function. Now let’s examine our example by calling a function which does not exist.

<?php

error\_reporting( E\_ERROR );

*function* handleError($errno, $errstr, $error\_file, $error\_line)

{

echo "<b>Error:</b> [$errno] $errstr - $error\_file:$error\_line";

echo "<br />";

echo "Terminating PHP Script";

die();

}

//set error handler

set\_error\_handler("handleError");

//trigger error

myFunction();

?>

## Exceptions Handling

PHP 5 has an exception model similar to that of other programming languages. Exceptions are important and provides a better control over error handling.

Let’s now explain the new keyword related to exceptions.

* Try - A function using an exception should be in a "try" block. If the exception does not trigger, the code will continue as normal. However, if the exception triggers, an exception is "thrown".
* Throw - This is how you trigger an exception. Each "throw" must have at least one "catch".
* Catch - - A "catch" block retrieves an exception and creates an object containing the exception information.

When an exception is thrown, the code following the statement will not be executed, and PHP will attempt to find the first matching catch block. If an exception is not caught, a PHP Fatal Error will be issued with an "Uncaught Exception ...

* An exception can be thrown, and caught ("catched") within PHP. Code may be surrounded in a try block.
* Each try must have at least one corresponding catch block. Multiple catch blocks can be used to catch different classes of exceptions.
* Exceptions can be thrown (or re-thrown) within a catch block.

**Example**

Copy and paste the following piece of code into a file and verify the result.

<?php

try {

$error = 'Always throw this error';

throw new *Exception*($error);

// Code following an exception is not executed.

echo 'Never executed';

} catch (*Exception* $e) {

echo 'Caught exception: ', $e->getMessage(), "\n";

}

// Continue execution

echo 'Hello World';

?>

In the above example, $e->getMessage function is used to get error message. The following functions can be used from **Exception** class.

* getMessage()- message of exception
* getCode() - code of exception
* getFile() - source filename
* getLine() - source line
* getTrace() - n array of the backtrace()
* getTraceAsString() - formated string of trace

### Creating Custom Exception Handler

You can define your own custom exception handler. Use the following function to set a user-defined exception handler function.

string set\_exception\_handler ( callback $exception\_handler )

Here **exception\_handler** is the name of the function to be called when an uncaught exception occurs. This function must be defined before calling set\_exception\_handler().

**Example**

<?php

*function* exception\_handler($exception)

{

echo "Uncaught exception: " , $exception->getMessage(), "\n";

}

set\_exception\_handler('exception\_handler');

throw new *Exception*('Uncaught Exception');

echo "Not Executed\n";

?>

Check the complete set of error handling functions at PHP Error Handling Functions.